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**package** ClassTB;

**import** java.util.Random;

**public** **class** ClassTB {

**double** array[][] = **new** **double**[1000][2];

**double** vectory []= **new** **double** [1000];

**double** vectorx [] = **new** **double** [1000];

Random random = **new** Random();

**public** ClassTB(){

**double** dy = 2/1000d;

**double** y = 0.0d;

**double** s = 0.0d;

**for** (**int** i = 1; i < array.length; i++) {

s += getS(y, dy);

y += dy;

array[i][0] = s;

array[i][1] = y;

}

}

**public** **double** getS(**double** y, **double** dy){

**return** ((2/Math.*PI*)\*Math.*sqrt*((1-Math.*pow*((y - 1), 2)))) \* dy;

}

**public** **double** nextY(){

**double** ri = random.nextDouble();

**double** y = 0.0;

**for** (**int** i = 0; i < array.length - 1; i++) {

**if** ((array[i][0] < ri) && ( ri < array[i + 1][0])){

y = array[i][1];

**break**;

}

}

**double** result = y;

**return** result;

}

**private** **void** fillingy(){

**for** (**int** i = 0; i < vectory.length; i++) {

vectory[i] = nextY();

}

}

**private** **double** getM(**double** array[]){

**double** s = 0.0d;

**for** (**int** i = 0; i < array.length; i++) {

s += array[i];

}

**double** m = s/1000d;

**return** m;

}

**private** **double** getMx(**double** array[]){

**double** s = 0.0d;

**for** (**int** i = 0; i < array.length; i++) {

s += array[i];

}

**double** m =1- s/1000d;

**return** m;

}

**public** **double** getDy(**double** my){

**double** dy = 0.0d;

**double** sum = 0.0d;

**for** (**int** i = 0; i < vectory.length; i++) {

sum += Math.*pow*((vectory[i] - my),2);

}

dy = sum/1000d;

**return** dy;

}

**public** **double** getDx(**double** mx){

**double** dy = 0.0d;

**double** sum = 0.0d;

**for** (**int** i = 0; i < vectorx.length; i++) {

sum += Math.*pow*((vectorx[i] - mx),2);

}

dy = sum/1000d;

**return** dy;

}

**private** **double** getQ(**double** du){

**return** Math.*pow*(du, 0.5);

}

**private** **void** fillingx(){

**double** x = 0.0d;

**double** s = 0.0d;

**double** partX = 0.0;

**for** (**int** i = 0; i < vectory.length; i++) {

x = 1 - Math.*sqrt*(1 - (vectory[i] - 1)\*(vectory[i] - 1));

s = (2.0d/Math.*PI*)\*(1 - x);

partX = (s\*random.nextDouble())/((2.0d/Math.*PI*));

vectorx[i] = x + partX;

}

}

**private** **double** getCov(**double** mx, **double** my){

**double** cov = 0.0d;

**for** (**int** i = 0; i < vectory.length; i++) {

cov += (vectory[i] - my)\*(vectorx[i] - mx);

}

**return** cov/1000d;

}

**private** **double** getP(**double** cov, **double** qx, **double** qy){

**return** cov/(qx \* qy);

}

**public** **void** showDimenshion(){

**double** mx;

**double** my;

**double** dy;

**double** dx;

**double** qx;

**double** qy;

**double** cov;

**double** p;

fillingy();

fillingx();

my = getM(vectory);

dy = getDy(my);

qy = getQ(dy);

mx = getM(vectorx);

dx = getDx(mx);

qx = getQ(dx);

cov = getCov(mx, my);

p = getP(cov, qx, qy);

System.*out*.println("dy = " + dy);

System.*out*.println("my = " + my);

System.*out*.println("qy = " + qy);

System.*out*.println();

System.*out*.println("mx = " + mx);

System.*out*.println("dx = " + dx);

System.*out*.println("qx = " + qx);

System.*out*.println();

System.*out*.println("cov = " + cov);

System.*out*.println("p = " + p );

}

**public** **static** **void** main(String[] args) {

ClassTB ob = **new** ClassTB();

ob.showDimenshion();

}

}